7.1. EXPONEMSIATTION PARENTHESES.

Discussion. Ref. $A B$ 2.2.1, 2.1.2.1. 3.9. 5.2.1.
vote from Fatematikueskimaamndens Arbetsiscupp, Stockholm.

Vote from Natematikmaskinnismens Axbetsgrupp, Stockholm:
"He agree with the proposal AB 5.2.2."
Vote from Facit, Stockholm
28.10 .1959
"He agree."
7.3. THE EFFECT, FORM, ARD SYMBOL FOR AUXIITARY INFORMAPION. Discussion. Ref. AB 5.8.
7.3.1. Vote from Matematiknaskinnämndens Arbetagrupp, Stockholm:
"We agree accept the proposals $A B 5.8 .1,5.8,2$, and 5.8.3."
26.10.1959
7.3.2. Vote from Facit, Stockholm:
28.10 .1959
"We agree."
7.3.3. Proposal from K. Samelson, Maina:
"The following standards should be set up
a) It should be unmistakably characterized and readable.
b) It should be kept separate from ALGOL programs as far as possible.
c) At least amongst hardware-groups, it should be standardized as far as possible. Underlying machine characteristics usually are not unique."

See also the remariks by the Paris sub-committee, AB 7.28.4.
7.3.4. Vote from the ALCOL-groxp at Swamka Aeroplan AB:
*We agres".
7.4. ARRAY DECLARATIONS IN PROCEDURE HEADINGS. Discussion. Ref. AB 5.12.

### 7.4.1. Corment from H. Rutishauser:

21.10.1959.
"In an array-declaration components of an array certainly may occur: ARRAY ( $x[1,1: n, y[s]]$ ), but not arrays as a whole. This excludes a combination es given in 5.12 , because at the moment such a declaration occurs, $y[s, 3]$ has no meaning."
7.4.2. Vote from Hatematikmaskinnämndens Arbetsgrupp, Stockholm: 26.10 .1959 "We accept the proposal AB 5.12".
7.4.3. Vote from Facit, Stockholm:
"We agree."
7.4.4. Vote From the AJCOL-group at Svensiza Aeroplan AB:
2.11.59.

Whe agree."
7.5. SYABOITSM FOR LABEIS AND SHIPCHES AS OUPPMP PARAYMPTHS FOR PROCEDURES. Discussion. Ref. AB 5.16.
7.5.1. Vote from Matematikmaskimeamiens Arbetserupp, Stockholm: 26.10.1959
"He accept with pleasure the proposal AB 5.16.2."
7.5.2. Vote from Facit, Stockholm:
28.10 .1959

Me agree."
7.5.3. Comment from Siemens:
27.10 .1959.
"In AB 5.16 it is asserted that the propoesd change would greatly simplify the work of the trenslator. We want to state that this is not in general true, but depends on the structure of the translator.

We want to support, however, the idea of characterizing tye labels among the procedure parameters, because of the readability, which is increased when one can immediately see from the heading, if the procedure has other exits as the normal one. Yet we do not find the proposed notation nice, but would instead recommend the sxegestion of Backus (Backus' Paris report), according to which the possible labels are added in an extra perenthosis."
7.5.4. Vote froz the ALFOL-group at Symaka Agroplan AB:

We do not agree." Cfr. AB 7.47.
7.6. Conment from H. Rutisheuser concerning
21.10. 1959

THE EQUIVALOUCE DECLARATION(ed)Ref. AB 4.10.
The equivalence decla ration seems a bit difficult to judge without knowing the intentions of the proposer. It seems to me however:

If the equivalence-declaration serves to exchange a subroutine at a certain place in a written ALCOL-program, then we have already a device for this:

Let exch $(x)=:(y)$ be a procedure to be used in enother procedure oxs, such tha $t$ exch is only a dumn name for the procedure actually to be used. Then we can write:
PROCEDURE $\operatorname{xx}(. \ldots . . ., \operatorname{exch}()=:(), \ldots)=:(\ldots . . .$.$) ;$
....
BEGIN XXXX
..
$\operatorname{exch}(u)=(v) ;$
...
END XXX;
Here the main program using xxx has to define what exch actually is to be, e.go:


BDGIII mocca:
GND mocea;
If however only in the translated program a subroutine which is used there is to be replaced by another subroutine which also is already in machine notation, then the description of the exchange is obviously not a matter of AlGOL, but rather some kind of "auxiliary information". Therefore I believe that the equivalence declaration is not needed."
7.7. Comment from H. Rutishouser soncenzing

ASSIGNIENT DECLARATION: CON TRAMP (ed.) Ref. AB 4.7. 5.3.2.
"Agreemsit, but also subscripted rariables should be possible inside the constant declaration. General form:

where $\nabla$ may be a simple or subscripted variable. Cf course BGGIN and MND may be omitted of oniy one constant is delcaryd so. It is ny feeling, that the constent declaration should serve at the same time to provide storage allocation, if the variables are subscripted. As to the question 5.3.2, I see no syntactieal contram diction in assigning new values to the constents, but this would render the trans. Iated program worthiess."
7.8. Comment from Siemons concerning
27.10 .1959

Whe do not quite understemd the questions. A declaration is per definition independint of the riming history of the program (or) procedure) in which it occurs. "Constarib" in serise of the assignment leclaration thenefore means "constant with respect 数 the ruming history of the program". The cilses alluded to in the questions should be programed by application of the assignient statement."

7.10. Coment from H. Fatishauser concerming 21.10 .1959

FURCTIOS In PROCEDURE BEADIGGS (ed.). Ref. AB 4.9.
"I

## findre-declaration folloms:

Functions and procedures which are used insids the procedure bet not defined there (by a corresponding function- or procedure-daclaration) should be liated in the haading of the procedure by a special declaration:
Form: $\quad$ REQUIBE ( $I, I, I, \ldots . ., I$ )
The word-delimiter REPDIRE, followed by the list of the names (identifiers I) of all these functions and procedures.

Purpose: The user of the program can inenedistely see, which functions and procedures are needed inside the procedure, and the translator may provide alarm if one of these is not fed into the machine togethor with the procedure requiring them.

It is not needod to list a procedure or function declared inside the procedure, or functions like sin, cos, abs,.. which are supposed to be permanently available. Nor must a function or procodure be lieted which appesrs as a parameter of the procedure, because such a parmeter mast be delivered by the next higher procedure in the hierarchy (and rist be delcared or required there)."
7.11. Question from the AleOL group at Regrecentralen conceming

PROCEDUREN AS THPUE PREAMETESS OX PROCRDULES
"The zifrich report is not explicit on the point of exmetiy how a procedure which is to be entered as an irput paramoter to another procedure, should be spom cified. Should the compiete foima: structwe, including the $=$ :" be quoted, thus for example:
$A(a, B(, y)=:(), c)=,:\left(\alpha_{,} e\right) ;$
where the heading of the declaxation for A starts:
EROCRDRE $A(x, y(, y)=:(), z)=,:(u, v) ;-q^{n}$
7.12. Suggestion from the ALCOL grou? at Regnecontralen concerning EQUVALETSE OF FONGTI ONS:
"He agree with the iAILUFIML group that the word 'equivalence' is unfortmate. Further alternative:
substifuticm."
7.13. Question fron the ALGOL group at Regnecrtralen cuncerning TRE ITIEGERS OCCURRTM $C$ IN ARRAY DECLARATIOSS.
"In an array declaration the subscripi ranges are defined by 'lists of integers separated by comas' ( 73 xich report, page s4. line 6 from above). It is not clear whether these integers are to ba understooc as intugers $G_{g}$ i.e. poaitive integers, or whether negative integers are permitted as well."
7.24. Ramark from Jan Vo Garwick conterning

TGE OFYREPION OF TAE FOR-STADMENT.
"A for-statement, eago of the form
for i: $=a(1) b=1 ; Z$
will accondine to the curich report a ways bs excouted at least once. If a and $b$ are computed numbers and $a=b$, this cleaxly means theit $E$ shail not be executed at all. Wouid it not be bettory if this was token into consideration so one would not have to precede the formatranent bs a tent to see if $a \geq b$ and in that case skip the formstatement?:
7.15. Conment from $H_{c}$ fotishawsem ocncerning
21.10 .1959

"If the signs of con and it are different (in FOR $F:=a(b)$ ( $\left.0 d_{f}\right)$ ), then the
 effect as IF false)."

### 7.16. Mamorancum from H. Rixtishauser concerning

## ARRAX $\quad$ DECLARATIONS IN PROGEDURES.

"It mast be clear that the rules for Array-declarations in procedures*) as given in the AlGOImeports, are too restrictive and therefore would allow only the most trivial applications. In order to remove this difficulty, the ALGOI-groups at Zarich and faing heve spent considerable time in discussing possible solutions. It was found that
a) although it would remove the difficulties it would be highly illogwal to place all paranetex-depandent array-dec.arations (i.e. also those for variables occurring only "inside" the procerure) into the the heading; therefore this solution mast be strongly rejecter.
b) If we allow all array-declaratione in a procedure to depond on the input-perameters, this yould renove the restriction also. So far, however, this is not
ktallowed, but all the same, the present writer, adopted this "soft rule" to describe some examiles.

In addition to those nore or less syntactical rules the present writer en countered several times serious trouble when he tried to describe cortain computa tions with ALGOL under the preseat rules. That this trouble is by no means confined to "ambiticus" exampies may be shoum by the follaing ALAOLmprogrsm, which describes the generation and ztoring of the reciprocals of all integers from 1 to $n$ (whore $n$ is given from the keyboard into the machine). This rather modest problem, even aftex adoption of the "soft rule" mentioned above. could not be described by less than e main progrein, ealling in em artificial procedure VOM, which ito self calls in an equally antificial procedure RER:

*) that only the arrev-lectaretions conseming parameters mey be dymamic. ioe. moy contein expriessions.
**) The subrouting "tayboced (p)=:(n)"brings a new number from the keyboard into the machine; it mast to written eIready in machine notstion.
**) Procsture VOID serfes only to ehield the armay $x[]$ sgeinst the outside world in which no vector $r[]$ could exiet (bevase thise is no corvespondive array-declaratica.
***~) keyborid has no input paremeters, VOID has no outpat porameters; for this reason the positions for the comesponding parameters have bsen filled by duma variablec.

In view of all these difficulties we finally came to the conclusion that in order to remove the true source of all the trouble, we should no longer heitate to adopt the only contradictionfree solution, namely the introduction of fully dynamic array-declarations according to the following definition:

An array-declaration stands at the beginning (i.e. just after BEGTN) of the compound statement $\Sigma$ for which it is valid. It may contain expressions which depend on varisfles to which no new value is assigned within $\sum_{c}$, nor in the FOR-statement (if any) :mandiatsly preceding $\sum_{c}$.
With this new definition, the example cited above may be described as follows:
keyboard ( 1 ) $=:(n)$;
REZ: ERGM ARRAY ( $r$ [ $1: n]$ ) ;
FOR $k:=1(1) n ; r[k]:=1 / k$;
STOP
SND REZ;
I can understand that this rroposal may be a shock to the reader who supposed Alfol to be a well established language and just got used to it. Moreorer I am fully aware that dymamic arraydeclarations are not easy to handle because they not only allow to extend, but also to cancel etorage reservations during computation. Therefore only by careful planning one can prevent such mishaps as too early cencellation of storgge reservations or unnecessary repetition of storage reservations.

On the other hand it must be clear that the new device is a quite natural but very powerful extension of the previous rule which includes it as a special case. Therefore the changeover might be made at any tima without renderinepld programe obsolete, and those who would like could still mate programs according to the old rule. In fact the changeover might be adopted in eteps, for this purpose the prosent writer offers some reduced verbions of the proposel:
a) The new rule applies only to the following cases:
$\Sigma_{c}$ is either a full program or "the program pest" of a jurocedure, which follows after the heading. This is exactly the "soft xule" mentioned above; we have practically already agreed upon this.
b) The nes rule applies only to compomd statoments which range from a given point to the very end of the program.
This is a true extension of the prosent mules and allows already to write the example giver aboye in the conclensed formo on the other hand, the rule b) would be still very easy to hancle since it allows to extend storage resere vations dynamically but not to cancel any more.

Some remaris must be narie about thes translators. Of course the new rule would lead to more complicated AlNoI-transletors, but the additional difficulties would be rather modest. In e certain usy, the placing of the array-declaration inffront of the compound statement would even sinplify some parts of the translators.

It is an open question, if" also the other declarations (i.e. type declaras tions, function declarations, procedure declarations) should be placed at the beginning of the program."
7.17. Coment from $H_{\text {. Rutishsux er conceming }}$

"It is true, that they are superflous in mst cases and may be omitted by the translator. Howerer they serve, togather with the require-declaration prom posed above (AB 7.10), a yery important pripose: The heading fmadiately shows what is actually going, on in the procedure, othe zwise the user oi such a program has to search for the information trrough the wiole description. In this connection it should not be forgotion that ALCOL is nit only a mesme for eutomatic prom gramang; but also for exchenging krowledge in the for of AlGOL-written numerical processes, therefore readability shculd not be raglected.

It has been mentioned that the same purpose con be reached by saying these facts in a conment-dociaration. This is true bowever I think very low of any rule which leaves it up to the producer of the progrem thether he likes to obey it or . not. Therefore it is my fecling that the only wey to enforce this infornation to be written into the boading is a strict syate atical rule regardless whether the translator uses it or not."
7.18. Coment from $H_{0}$ Eutishaus gir concerming
21.10 .1959

"Agreament. This would lead to the folloring new definition:
FOR $V:=1$, where 1 is 3 lisife whica is detinod recursively as foliens:
$1 \sim \sim(b) c\}$ where $a_{\varepsilon} b_{v} c$ are exprissions not containing functions
$\sim$ \& $]$ (= concatearition of two 1istos)."
7.19. Comment from Siemens concuming
27.10.1959

BOOLEAN EXPRDSSIOHS. Ref. AB 5. 17 .
"It should be pointed out that he readabil ty of Boolean expressions with round brackets or witi square bracke; to a greas extent depends on the example you choose. Consider for example the follcuing empession:
$\left(\mathrm{a}\left[\mathrm{m}_{n} \mathrm{n}\right] \times \mathrm{b}[\mathrm{p}] \geq \mathrm{A}[\mathrm{i}]\right) \vee(\mathrm{z}[\mathrm{I}, \mathrm{n}]<\mathrm{B}[\mathrm{i}])$
compared with

7.20. Suggestion from Facit, Steckholm, cancerning
23.10. 1959

THE OPRRATOR $>$.
ne avoid the chances to prach the letter $X$ instead of the syabol $X$ and the trouble with such an arror punch, we suggest to change the symbol of multiplication form to an asterisk *"
7.21. THE ALPHABET OF ASSIGNEMS : ITATMENSS (ed.).

Proposal from K. Samelson.
"Ihe alphabet from which assignoent statements are built up contains the class of labels and the class of quaniities which consists of the different classes of symbols for numbers, variables vith $0,1,2$. ... subscripts, and functions with $1,2, \ldots$ arguments. Hembers of different ciasses are distinguishable by class characteristics alone, and any jeference to a quantity or label mast contain ita class characteristics. (Specifically, a single identifier almays designates a variable with no sabscripts.)

### 7.22. Proposal from K. Stmelson concerning

 THE STATUS OF DECLARAT:ORS. (ed.)"A declaration is a prefix to a statement (and not an ixdependent entity). It is valid for, and part of, the atatement following it: if $\Delta$ is a declaration, and $\sum$ a statement, $\Delta, \sum$ is a statement ard $\Delta$ is valid through $\sum$ and $\Sigma$ alone. Conflicting declarations on different levels of a statement are exrors. (A labeled statement, when called by means (f the label, begins with the label; declarations immediately preceding the label are not part of the statement called). For library procedures, modiflct tions of the above definition may be desirable ${ }_{0}$ "
7.23. Proposal from K. Sanelson concerning SUBSGRIPT BOUNDS IN ARGAY DEC LARAMIONS (ed.).
Tin all array doclarations, subscript tounds may be arbitrary integer valued expressions. An arrey is considered empty whenever any of its dimensions (difference between upper and lower bcund of a sukscript) is negative. "
7.24. Proposal from K. War 3 lson concaraing

THE SNATUS OF PROGRAMS (ec̃.).
"Supplementexy: a program is a stetement which hes neither predecessor nor successor."
7.25. Proposal froin K. Sarislaom conceraing Ir-AND ALTERNATIV 3 STATELENNS_(ed.).
"Redefinition: (In the foll wing, B are Boolean expressions, $\Sigma$ statementB.) elternative statement if $B: \Sigma$, else $\bar{\Sigma}$. witin the following supplementery rules:
7.25.1. If $\bar{\Sigma}$ is empty, else may be omitted. This gives the conditional statement in the "single statement" form.
7.25.2. Concatenation is permissible, that is $\bar{\Sigma}$ may acain be an alternative statement. if $B_{2}: Z_{1}$, else if $B_{2}: \Sigma_{2}$, else if $\ldots$ else
with the meaning of the alternat:ve statement in its present formo
7.25.3. Substitution of an altemative statement for one of the $\Sigma$ following a condition is permissible only by enclosing this statement in (statement) perentheses: if $B_{1}$; begin if $B_{11}: \Sigma_{11}$, else $\ldots$, else $\bar{\Sigma}_{2}$ end else if $B_{2}: \Sigma_{2}$; ... else $\sum$.
This would replace both the present conditional and alternative statement. The possibility of entering, in the alternative, expressions E in place of the statements $\sum$, should be discussed. This is J. Ficharthy' $s$ "conditional expression" and a possible alternative to logical maltipliers which we shall have to deal with anywa, The other altemative is explicit iatroduction of the characteristic functicus of predicates."
7.26. Proposel from K. Samelaon concerning THE CHABACF OR OF 'FOR' (ed.).
"Remove finally the staten int cheracter of the for which like the if is a subcridinate clause."
7.27. Proposal from K. Samelson ecucerning

THE IDEATITY OF 'STYOP' AND 'RETURN' (ed.).
"Stop and return have basically the eame function. The difference is clear from context. Therefore a singls symbol sho $2 l d$ be used (shich should better not be stop since this leads to err meous inter pretations)."
7.28. Coment)from the European membere of the Paris sub-comittee (E.W. Dijlestira, H.Heise, K. Samelson) concoming the Bub-cormittee report. $\because \quad 27.10 .195$ !
"At the introduction of our report in Paris it was atated that the report was prepared in a hurry, and heace in no wey complete and free of errors. After all, we still believe that this list of itews to be remembered was better than nothing. - ve add these remarks, particularly to clarify our opinion on eome of the comsents in AB5."
7.28.1. DUMHL STATEMENE Ref. AB 5.1.
mine extra semicolon in our report is a pure orror. He simply wented to recommand Futishausers proposal A3 3.4.2."
7.28.2. FUNCRIONS II PROCEIURES. Fef. AB 4.9 and 4.10.
"These two items form en eatity as in the original report p. 2 (Ihere is of course no need for an equivalence ceclaration, if the function is an input paraneter). What is seid on funstions in this item should apply to procedures as well."
7.28.3. DOMATN OF VALIDITY POR EQUIVALENCE DECLARATIOMS, Fef. AB 5.6.2.
"Our opinion is that the equivalence deciaration should be valid for all the procedures defined in the procelure declaration referred to by the equivalence declaration."
7.28.4. AUXILIARY IMPORMATION, Ref. AB 5.8.
"In our report wes stated: This inforination is in no way connected vith the reference language." This dim remark should be interpreted in the following way. a) The discussion of auxiliary informstion is beyond the seope of the American
and Buropem ALCOL committrees. The question cf this information should be settled indopendently by the different hendware erougs. b) It ahould not be allowed to mix the auxiliany information and the AlCOL progran itself. The arriliary informan tion should be eiven to the tremslator as a comected utole, for instence before the transiation of the ALCOL procrem."
7.29. Suggestion from Slemens concernine

## 

27.10 .1959
mour suggestion only affecte the hardware group uaing 5-channel punched tape in acocrudance with AB 2.2.1. We suggest the follouring motetion of the "for" statem ment determining marithmetic progreitsion:

$$
\text { 'for' } V=E^{\prime} E^{\prime} E
$$

i.e. to replace the parentheses of the reference language by apostrophes, In this way cole avoids the well-known difciculty in cases where the expressions contiain functions."
7.30. Suggertion from Siemsns concerning 27.10 .1959
gROCEDURES TH CEMERAL.
"Procedures in the form of tie zurich report are closed unita, whose only comorion with the extornal progren is via the inplut and output paramoters. This structure js well suited for procsurres sith library character. It often occurs, however, that ane vants to divide a progran in blocks for different reasons, which have nothing to do with the use of or production of libracy procedures. These reasons might pay regand to the actual machine (for instance, adaptation to different levels of mamory; core memory; drum memory etc.), but the mieht also be machine-independent (for instance, comsidering the clearness of thofaroerram, the ease of testing etc.).

In such cases the repeated transferring of information by each procedure call is rather cumbersome.

He therefore suggest that a zer type of procedure be introduced, which differs fron the original type in that it is not necessary by each call to transfer information about the variables, functions etc. to be used in and produced by the procedures.

A step in this direction is already taken in the suggestion of the Poris sub-comatitea (cfr. AB 4.9 and 4.10).

We do not want to make a detuiled proposil at this moment, but we shovid like to dran the attention to this point, and to call upon the participante in the coming ALCOL conference to considis it thoroughly.

Questions in this connesion are for instmce:
Should this proposed new typ: of procedunes be close to the oricinal type with respect to formal structure, or not? Should all varisbles, functions etc. be external, or should it be possible to distinguish in scme wry between external and internal ones?

Finally we want to express as our opinion that this point is an important one. If the problem is not salved, the consequence will be that each will make his own type of blocks by inserting "puxi.iary information" betueen the atatements and doclarations of the AIGOL program itself (cef, $A B 5.8$ )."
7.31. Suggeation from A. van Xijugaarien and E.W. Dijkstra concerning

BANGE OF A DECLARATLON.
"Replace the begin of chapter 5, Declarations, by something equivalent to Declarations serve to state certain facts absut entities referred to within the progrean. They have no operational meaning. Trey partain to that part of the text which follows the declaration and which may be ended by a contradictory declaration. Their effect is not alterable by the running history of the program. Compatible declarations about the same antities can be eiven by writing ahead of one such declaration the declarators of the other declarations.

The maaning af "compatible declarations" should specified, e.g.
array interer ( $x[1: 3]$ )
tells that thare is an arres of integers $x[1], x[2], x[3]$. complex interer ( $z$ )
tells that there is a complex nuriber z , real and imaginary part of which are integers (cfr. AB 7.34 (or rather: AB 7.35 - ? Editor's note))."
7.32. Comment from A. van Mijugaarden and E.W. Di.jkatra concerning

THE USE OP MAMFS (ed.).
Mlamss (identifiers, numbers) should not be used in the same lavel (cfr AB 7.33) for different purposes, e.g. for a variable and a label. It has been shown (cfr. e.g. Bratwan, CACM, 2,8 (1959), $\mathrm{F} \cdot 4$ ) that unexpected ambiguities may arise under special circumstances and there coes not seeni to be any serious need for multiple use of the same name. In particuiar integers should not be used as labels. Other difficulties are for instence for $i=a(b) c$, and for $i=a(b)(d) c$."
7.33. Suggeation from A. Ven Wijngaarden and E.W. Dijkstra concerning LEVEL DECLARATTOXS OID, HEM.
"In the begin of a procedure - the heading - automatically a new level of nomenclature is introduced that is left for eood at the end in virtue of thelsentence: "All identifiers and all labels contained in the procedure have identity only within the procedure, and have no relationship to identical identifiers or labels outside the procedure, etc.". This is useful and a nuisance at the sama time (cfr. also H. Bratman, CAGif, 2, 8(1959), p.4). Apart from their suggestion (1) about the procedure statement, with which we agree, we suggest that the level declaration

$$
\text { new }(I, I, \ldots)
$$

has the effect that, the nemed entities have no relationship to identically named entities before in the following text, until the level declaration

$$
\text { old }(I, I, \ldots)
$$

which attributes to the entities named herein the meaning that they had before. These level declarations may be nosted and form the only way to introduce a new meaning to a name. In particular in a proceduse to be compiled along with the main program all variables that should have no relationship .. etc. should be declared new before they have appeared and declared old before the end.

These declarations do not molve the problem of having "old" and "new" variables alongside in a procedurt, but are also extramely useful in an ordinary
program. It shouid be noted that after new( $x$ ) the new $x$ is fully independent of the old $x$ and, therefore, type declarations, if necessary, have to be given anerf. On the other hand after old $(x)$ the type declarations of the old $x$ are still valid."

### 7.34. Suggestion from A. van Hijngwarden and E.W. Dijkstra concerning TYPE DECLARATION DUMMX AND THE FUNCTION DECLARATION.

7.34.1. "According to the Zurich report (cfr. Fook and Bratman, CACM 2, 8(1959) p. 3-4) it is impossible to apply type declarations to the input variables of a fumction, which are interpreted by the function declaration automatically as formal variables (dumaies). We suggest to drop this interpretation as formal variables and to introduce the type declaration dummy. This pernits among other things to descern between different dumnies and apply other declarations to them. Example:

$$
\left.\left.\begin{array}{l}
\text { dumery } \frac{\text { interer }}{}(e, d) \ldots \\
A T[0, d] \\
A
\end{array}\right], e\right] \ldots .
$$

$7.34{ }^{2}$ 2.
defines the transpose of a matrix. In here, and this is the next suggestion, the misleading symbol $:=$ in the function declaration is replaced by the non-operational symbol $=$. This permits moreover to declare a function which does not depend on an input parameter, without making it necessary to follow the function idensifier by empty parentheses, in other wards the introduction of abbreviations is auto matically included in the function declaration.
Example:

$$
\begin{aligned}
& x=\operatorname{sqrt}(x: x+7 x y) ; \\
& p i=3.14
\end{aligned}
$$

If one replaces in these declarations the symbol $=$ (read "stands for") by := (read "is replaced by"), it turns into on assignment atatement with a completely different meaning.

These suggestions are compatible with the suggestion made elsewhere to introduce the declaration function which seems to be in agreement with the tendency in Algol to start by soying something about the overall character of what follows (cfr. for, if, etc.) although logically these remariss can be dispensed with at the cost of more difficult interpratation."
7.35. Suggestion from A. van kijngarien and E.W. Dijkstra concerning DECLARATIONS COMPLEX, VECTOF, ZAATRIX, LIST, EAC.
"It should be possible to declare entities to be other things than real variables, e.g. complex numbers, voctors, matrices, lists (sets) of quantities. A quantity defined by such a declaration may enjoy well defined properties which make it possible to apply operators like,$+=, x$, etc. "in the conventional meaning", i.e. in the meaning that is conventional for such types of quantities.
E.g. if $a, b, c$ are declared to be vectors by a declaration like

$$
\text { Yector }(a, b, c,[1, n])
$$

where the corresponding identifi 3 re occur in an array declaration as

$$
\text { array }(a, 0, c,[3,10])
$$

then the unambiguous assienment statement

$$
c:=a+b
$$

should be permitted. Specifications about what is the "conventional meaning" (see Zurich fieport, $3, v$ ) of the operations on suca quantities must be defined in deteil.

So in the case of a list, winch we addel to the list of operational daclarations
on purpcise: the conceivable opr rations are not as chrionsly connectod to symbols
 removal of an slement from a list ars quite useful operations which may be reprem sentad hy + and -

The identifser of a 3 ist could occur tisg in tha definition of the range of a for statoment, eng.

$$
\text { for } i:=L
$$

where $L$ has been declared to be a list, the lengtin ond the glamates of which may be changed by the prograni.

Ser without giving a filly worised oui 313t of definitions we want to stress the importance of being able to use well dethati ceniouly wed mathemstical con-
 its length need noi be ideatices to that angeeted by the array leclaration. of cosrse, we are aware that sons of thase oprationa hinted at cen be written down in higol as it atanis by vaing a proper set of pooztares, but there sesms no zeam som to use a clumg notation sèsre a perfect one ia in iely use."
7.36. Proposal for diseussion inom H, Roltoborich concerning $26,10,195$

7.36.1. "Names of thase procedures anc functions definsd outside the profechureien need not be given as input peramethers.
fatries in the parsmeter list should lo restricted to variables, whereas these otherwise defined procedures and functions have fixed meaning.
7.36.2. If a procodure $P$ is dorinoci wif thin anothar procedure or program $P I_{\text {, }}$ identifiers of $P$ may be identical with ider tifiers of $P$. By this confontion we would have the same possibilitiss for proctures as we have for functions, namely the "hidden parameters". The practical adventreges ara obvious.

The following difficulties arise:
a) How can we aistinguish "\{uxiliary ramisibles" (these of course bear no relationship with all variablea aven of the sems name outside P) from "hidden parameters". (The problen does not arise with hiddom parametens in functions),
b) Among the andiliary vaxiables we heve two classes:
b1) Those which "loose identity" after 'leaving the procedure
b2) Those which rotain thei mesming after leaving the procedure (not for use outside the procadure, but for retse after meenterine the procedure).
How can wo distinguish batwean these wo anssea?
It is of course not absolutely necessery fo distinguish between the two types of auxilisry variables; but thea we either must meat all auziliary valiables as to be of the second kind, or we must rozbid thoce of the gecond kind.

Difficulties es and b could be resolyec by leclarations "auxiliary 1 " and "axiliary $2^{2}$. These declaretions would also beitp the translator."
7.37. Proposal for dieg ssion from H. Bottenbruch concerning

DECLARATIONS ARD DTFFER HCE OF STATIC RHD IMAMC STATEGENSS.
(also Comment to Proposi I AB 7.22. of K. Sarislson).
7.37.1. "It may be dangerous to make declar ations a prefix to a statement. The basic facilities which are provided by the pro josed nodifications are, however, also resolvei by the following proposa: : Give the declarelions a dynamic meaning. That is eoto a declaration ampay (a[1:: 0]) is valid ratil anotier declaration (say) arrey ( $a[1: 12]$ ) is encounterod. i his wo nd be particulari $\nabla$ adventageous with declarations sinele precision or do ble mi zeision. (The lack: of dymanic declerations of this kind hes been stressed by some $p$ pople on the Paris. Conference), It might be difficult for the translator th protis for approrriate storage space for: "dynamic arreys" without statements of the kind egoty (s [...]) (neaning that array a [...] is no longer used).
7.37.2, te should, however, provice a possibility to deciars a statement to be palid throughout a complete progrem (tinia only to ensble the twinslator to construct more efficient prograns). These statemen is may be the old declarations, or they may be statements like "而: $=3.141$ ". This could be done ly a prefix Constant."

### 7.38. Suggastion from tha ALACi group at Regnecentralen conceming

 PROCRAF HEADI IGS.It is suggegted the complets ALGO; prograns should be provided with a heac ding, somewhat similer to a proced ure he ading. Among the ises of such a heading the following might be mentioned:
7.38.1. If conventions conceraing "uxiliary informefion" similar to those sugested in AB 508 are adopted, the hea ing micht provide sn explicit reference to the particular system of ench informaion actually employed in the program. Thus for instance "x DhSK 2 " might indic ste that the anxiliexy information refers to a particular translator. DASK ć.
7.33.2. Bualt-in functions ( $\operatorname{cin}$, cas, abs, otco) empiofed in the procram might be entered (cfr. AB 7.39).
7.38.3. A program desigamiton, reie ring to an eatray ce label into the progran might be specified.

Example:
 BEgTIX
143 Paxt 1: ...
..... ETM 143 Fert $B_{8}^{*}$
Aduadum: Ofx. A9 T042.
7.39. Comments from the ALG)L groip at legnecentralen concerning

## THE PLACE OF LTBRARY JWCMIONS HITHIN TEE HTLTRARCHY OF PROCEDURES.

none of the points raised by Fhrling $A B 5.13 .3$ ) may be reformulated thus: What is the place of the built-in library unctions (abs(), sin (), etc.) within a program containing soveral stibordinate procedures? To this question there are essentially two possible answers: (1) The ibrary functions are completely equivalent to functions defined in the progrom, sxecept for the feature that their declaration is implied. (2) Librery functions are quite exceptional. Let us consider these two possibilities separately.

> 7.39.1. Library functions similar to other functions:
> Implied declaration occurring in one place omly:

In this case the only question is whene the implied declaration for the library functions should be understcod to be pleced. There are two reasomable answers:
7.39.1.2. In the main procrem.
7.39.1.2. Outside the mair program, the main program being treated as a unique kind of procedure.
The difference between these two possibilities is the following: In case 7.39.1.1 it is impossible to redefine a litrary function in the main program; since this would be equivalent to tryine tc introduce two different declaritions for the same fumction identifier, which clearly is a grammatical error. In case 7.39.1.2 such a redefinition should be made possible, either by the convention that a declaration of ons of the library functicns automatically should delete the implied declaration, of through a specific PROGRAM HEADING, cfr. AB 7.38.

Where the treatment of library functicns inside procedures is concerned, both of these interpretations lead to the same conclusion:
a) The library fumctions must be enterad through the procedure heading, if they are needed within a procedure (either as on input perameter or through a declaration (REQUIRE, cfr. AB 7.10).
b) If a library function is not entered from the main program, the corresponding identifier may be used for some other function within the procedure.

### 7.39.2. Library fmetions as sxceptions: <br> Inplied declaretion occurring in several places.

In this case there is considerable freadom for choice. Consider the folloning schemes:
7.39.2.1. Library functions as universal, umredefinables. This would correspond to the declarations for tive library fmetions being repeated inside all procedures, and then considering tiom as ordinary functions.
7.39.2.2. Library function; as univers:1, but freely redefinable entities. The declarations for the librar, functions vould be understood to be repeated inside each procedure, unless the func ions in question were defined differentiy, in which case the new function declaration would be mderstood to have the double effect of deleting the implied declaration and introd icing the new function. This would hold only et the same level, and not inside procedures defined in this leyel.

He ourselves tend to prefer the answer 7.39.1.2, i.e. the interpretation that library functions are similar to ordinary fuctions defined at a higher level than the main program, and that all library functions used inside a procedure must be declared in the heading. As s"er as we can see this agrees with Ehrlings propossl

AB 5.13.3 exiett for the point shat ohring kishes ta lave out the decisuration in the beadire, io recomize, in principle, the weud for Thrinne's librem declew mation, but we ftes that in prictise the very complicated procedure hierarchies will not ofton accur, and wouls prefom avoiding to complicate the languace by leaving it out.
7.39.3. Recymexdations.
7.39.3.1. Built-in librery fumetions should be treated as ILhe other functions ss peraible.
7.39.3.2. They should be nuoted in the heading of the procedures in which they are used.
7.397.3. Dasy should be entered into the man rogran through a specific headiag to the wale program (atr. AB T.38)."
7.40. Gomeat from the A. 10 L group at Regnecentralen conceraing

FOLLY DYNAMC GKRAT-DECLA ZATIONS. Ref. AB 7.16.
2.11.1959.
"he are not convinced by the arguments used by $H_{0}$ Rutishavser. Pirst of all the program of the first example given does not seom to do its work properly, since the array r[] will not be availiable in the main program after the procedure stam tement VOID $(n)=:(x)$. Agein, in the second axample there must clearly exist an upper bound to the permissible ralues of $n_{\text {. This }}$ is not evident anywhere in the program. However, this upper boind to the size of any array appears to us to be a very important part of the problen.

If we understand Futishausur correctly the intention is that different arrays should be allowed to share the siame storage locations, both in procedures and in the main program (this in spite of the titlo of futishausers memorandum, which might suggest that oniy procedures are invo:ved). Where this problem is cancerned however, it is our feeling that no matter how the facilities of the algorithmic lengugge are arranged, the utilization of tie available storage space will always finally rest with the programar. In this view we do not seen to disagree with Rutishauser: who specifically sliates "that lyamio array declarations are not essy to hanale .... only by careful plamin; ...". On the other hand, with the facilities already incorporated in the ALGO:, of the Zurich report this administration is not a difficult matier. The following example shows how it may be cone in a simple case, similar to that considerad by futishauser. A single array of fixed size is used to accomociate two difierent entities, which are knom before hand not to require more then a fixed number of components in total, while the distributiou of the atorace space among the two entities may be changed dyamically. The problem is ticis: Two numbers $n$ and $m$ are given manualiy. It is desired to store peetors $1 / 1,1 / 2, \ldots 1 / n$ and $1 / 1^{2}, 1 / 2^{2}, \ldots 1 / m^{2}$. Altogether 100 locations are available for the papase. frogran:

AREAY (a[1:100]):
keyboard $(1)=:(\mathrm{n})$; keyboerd (1) $=$; ( n );
if $(n+$ II $\rangle 100)$; BEGTN print ('fook'); SMOP END :
$\mathrm{FQ}:=1(1) \mathrm{ma}$ a[i] $:=1 / 2$;
FOR $1:=1(1) \mathrm{m} ; \mathrm{a}[\mathrm{i}+\mathrm{n}]:=1 / i \neq 2 \downarrow ; \leq \operatorname{TOP} ;$
From the practiasl point of vier very littile seems to be gainad by special conyentions, which allow one arrsy to grow $\varepsilon$ the expense of gnother. In fact problens in which this would be aseful are rare, Ordinarily all arrgys in a problem tend to grow or shrink in equal proportions.

Thus, as fer as we cen see the faily dynemic array decharations will be deffim
cult to use, difficult to translate, anforill not solve the real problem at stake. We tharefore racommend: stick to the "udrich ALGOL at this point."

Hemorandum from F.L. Bearer conceming SORTE PROPOSAIS DISIUSSED INT THE USA.

"It is proposed to use mory distinguished delimiters in the reference language (this does not exclude, that for some of the delimiters the same handware symbol is used).
7.41.1. Now if B then $\Sigma$, instead of if B; $\Sigma$

7.41.3. Concerning alternative statement, sce SAREISCN (AB 7.25).
(Note, that the wood delimiters are used in order to indicate the structure of the proposal, their choice is seconciary).

A corresponding change in the syntactical structure (now 'if-prefix', 'for prafix'), see SAMIISON (AB 7.26i, removes aiso some inconsistencies."

### 7.42. THE SOCGALEDD 'ENTI' OF A SOMCALLED 'PROCRAM:

"Program is a (compound) statement (cfr. also Samelson, AB 7.24. Bditors note): it starts with begin and ends with end. A sequence of compurad statenents, without being a compound statement itse]f, is to be considered as a set of independent programs.

This gives sufficient information for the translator in oxder to translate and to start computation.

A library program is a procedure declaration. This eives sufficient information for the translator in order to translate and to 'print out' the library in translated code. "
7.43. ADDETDUY TO PROCEDURE DECLARATYON.
"If an input variable in a procedure declaration does not appear also at the output side, its (mumerical) valies are unchanged after leaving the procedure (it is 'saved'). Implementations for the translator are obvious."
(Editor's note: cfr. AB 3.7).
7.44. ITXERMEDIATE EXIT TN PROCEDRESS.
"Intermediate exit of a prosedure, that means re-entering a procedure as it was left, can always be done be zppypriate ( 3 ub-) procedure parameters."
7.45. HORLSTNONYMOUS BXPRESCITONS TN (NUERRTCAL) ARIMHPHIC.
"In those types of arithmetio, where the numbers possibly are subject to rounding, using the associative or distributive law does not give synonyma. However, the strict comatative lew for a yair of operands gives synonymous expressions. Example: Synonymous are $(a+B)+c, c+(a+k),(b+a)+c, c+(b+a)$. Not synonymous are $(a+b)+c, a+(b, c),(\varepsilon+c)+b$.

### 7.46. EXTHSSIOHS TO STRINI HANDITHG OPERATIONS.

"Some people feel, that ALGOL, supr lemented by some string-handling operations, is well adapted to so-called data processing (including the description of a translator). Several proposals have be made in the USA."
7.47. Comment from the ALGOI-group at Svenska Aeroplon AB concerning

SIMBOLTSM FOR LABELS AND SWT:CHES AS OUPPUT PARAMEPRERS FOR PROCEDURES
"He are not in favor of intruducing a new symbolism for labels and switches in procedure statements and declaiations. To us it seems better to sestrict the use of identifiers in the procedure heading when denoting variables on the one hand and designational expressions on the other. This means that among the inputand outputparameters in the procerure heading a simple variable may not have the same identifier as a label, and ax. array with one subscript may not have the same identifier as a switch variable. (n the other hand this could be permittem for procedure statements where the position of the parameter in the list of inputand outpatparameters defines its function."
7.48. Comment from the ALGOL group at Svenska Aeroplan AB concerning

ASSIGMYENT DECLAF ATION: CONSTAMT. Ref. AB 5.3 .2 and 2.11 .59
7.7.7.8.
"It should not be permitted to chanse the value of a constant declared variable. If the value of the conatant is clanged lymamically and it then has to be reset, the effect of the constart assicment would be the same as the ordinary assignment statement $V:=H$ ( V number) which then could be used."
7.49。CHANGE OF REPRESETHATIOI:

Siemens and Halske AG, Hinches!, Germany, will from now on be represented by H. Heise, formerly of Regnecentralin.
7.50. Hote from the editor:

Participarits at the Paris Coriferenc (cfr. AB 6) are requested to bring their onn copies of the ALGOL BULLETIN, since only a few spare copies are avaim Iable。

Further notes on nem members vill be brought in the next issue.

```
CLASSIFIED IHDEX CO SUCGESIIOHS AND DISCUSSION COFCENTMTHG
    2T3 AlGOL LANCNOACE
ARPFARJING KISTITI AB 1-7.
```

The main clasaification compeajonds closely to the Zirich report. Hendiare questions are omitted. Sowe items appear in aeveral jlaces.
2. BASIC SYYBOIS.

Use * for multiplication (Facit) 7.20.
New dellimiters in form and if- (Barer) 7.43.
盖marical constants.
Pemmement identifiers for $\pi$ and e (SAAB, Heige) 2.6, Discussion 3.3, 4.4. Constant coefficients for power series (SA/B) 2.7

Identifiars for variabless axrears and fumctionse
Does bracket stivicture identify? (Iaur) 4.14, Yes: (Butisheuser) 5.9.3. (Garvialk) 5.9.1.
Suggestion for grouping of entities (Rognecentralen) 5.9.4.
Kumber of sabscripts (arrays) and vamiables (functions) identifies (Samelson) 7.21. Identifier alone identifies (ven hijagearden, Dijkstra) 7.32.
3. iv) FWNGPGis.

Enter library functions thicorgh headings: (Regnecentralen) 7.39.
3. ₹) ARITGYEMTC EXPRESTIONS.

Non-bynconywors expressions (Bauer) 7.45.
3. V1) BOOLEAN EXTRESTSTOMS.
fule for precedence of log. operatows (Paris sub,com.) 4.12. Mo, mait and gee! (Hailufterl) 5.7. Generalization of log. operrations (Garrick) 4.16. Gritieion (Partishauser) 5.11. Use [1 around arithmetic relatims (Aegnecentralea) 5.17. Criticism (Siemens) 7.19.
4. STATETBNS.

Dumpy statement.
Heed for (Bring, whrling) 2.4. futishansers suggestion: 3.4.2.
Paxis sub-com. suggestion 4.5.2.
Agreemint 5.1.
Paris sub-com. recommends hutisuasere guggistion 7.28.1.
4. 1) ASSIGFIENT STATESENTS.

What happens to a:m $b / c ;$ intege: $(a) ;-7$ (Nawr) 4.15. Answer: round-off (Inttshauser) 5.10. The alphsbet of assigmment statiments (Samelson) 7.21.
4. iii) IF STATEHRAXP.

Rediefinition (Semelson) 7.25.

Allon E(E)E, $\mathrm{E}_{8} \mathrm{E}, \mathrm{E}(\mathrm{T}) \mathrm{E}$... (Paris suj—com 4.11. Support (futishauser) 7. 18. Let $a(1) b, b<a$ cause a skip (Gavick) 7.14, (Fatishausex) 7.15. Remove statement character (Samelson) 7.26. New delimiters (Baver) 7.41.
4. D) ALTGRNATVE STATGEMTS.

Redefinition (Samelson) 7.25.
4. Vii) STOP SPATMGTSS.

Allow dynamic successica (Bring, Ehrling, Haise) 2.3. Special label for stop (Intishausar) 3.2.1. Answer (Heiso) 3.2.1.1. Not in favour of dynamic succ. (Bauer; Samelson) 3.2.2. Agreement in favour of dynamic succession 4.3. Replace by "RETURX" (Samelson) 7.27.
4. viii) RETUN STATE KEATES.

Similarity with "SIOP" (Samelson) 7.27.
4. ix) PROCEDDURE STATESEMIS.

Only output parameters may change (Naur) 3.7. (Bouer) 7.43.
May input and cutpat parameters be identical?(Regnecentralen) 3.7.
Why are switches as output parameters not permitted? (Regnocentralen) 5.15.
Dse special symbolism for labels and switchas as cutput parameters (Regnecentralen) 5.26 .2
Discussicn (Siemens) 7.5. (SAAB) 7.47.
What fomalism should be used for procedures as input parameters (Regnecentraien) 7.11.
5. DECLARATIONS.

Status of declarations.
Allor dynemic array-declarations (Ratishauser) 7.16. Declarations as prafixes to stataments (Samalson) 7.22.
Declarations operative for following progran (van wijugaarion) Dijkstra) 7.31, (Bottenbruch) 7. 57.
Coqpstible declarations (van bijugaarden, Dijkstra) 7. 51.
When to Zurich AlGOL! (Regnecentralen) 7.40.
Constent-declaration.
$\therefore$ nosal (Raris sub-com.) 407.
If a 'constant' change? (fiegnecientralion) 5.3. Diseusaion 7.7, 7.8, 7,48. Mrise definition (Rutishenaer) 7.7.
jeaugth of procedura declaration (Emaling) 3.6.
Equiyalenco doclaration.
Proposel (Paris sub-com.) 4.10
Other designations: Coordination, transformation, identification, subatitution (ivailufterl) 5.6.1 (Regrecentralen) 7.12.
Operational meaning in ralti-identified procedure? (fiegnaceatralen) 5.6.2. operates for all proc. within same deciaration (Paris sub-come) 7.28.3.
Is not needed (Eutishauser) 7.6 .
Old, new, declaration (van Wijugaarden, Dijkstra) 7.33.
Eapty declaration (Bottenbiveh) 7.37.1.
Librawy daclaration (Abrling) 5.13.3.
Auxiliary declarations (Bottenbruch) 7.36.2.
5. i) TIPE DECLARATICRIS.

Durney (ven Hijngearden, Dijlostra) 7.34.1.
5. ii) ARRAY DECLARATYOAS.

Variable size arrays (ibring, Thriing) 2.5.1
Subscripts are constants (Naur) 2.5.3.
Hegative subscripts pernitted? (Regnecentralen) 7.13.
Allow expressions in subscript bounds (Samelson) To23.
Introduce fully dynamic array declarations (idutistsuser) 7.16.
5.iv) EUTHCTION I SCLARATIOMS.
 Use $=$, not $:=$ (van Hijngarden, Dijkstra) 7.34.2.
5. vi) PROGEDURE DECLARATIOKS.

Fundamentel properties.
Only variables, no functions, through heading (Bottenbruch) 7.36.1.
Permit hidden parameters (Eottenbruch) 7.36 .2
01d, new, declarations (van Wijugaarden, Dijkstra) 7.33.
Intermediate exits (Bouer) 7.44.
Arxay declerations.
Why are they there? (Bring, Ehrling) $2.5 .2,3.5$, (Regnecentralen) 5.18. To help reading (Rutisheaser) 7.17.
Restrict permissible parametarsin boun 1s: (Regnecentralen) 5.12. Discussion 7.4. Functions and procedures entered through hoeding.
Proposel (Pamis sub-com.) 4.9. Approvel (ilailufteri) 5.5.
Use word "REOUTHE" (Rutishauser) 7.10.
Srould hold for procedures elso (Paris sub-com.) 7.28.2. Inailt-in librany functions.
Morary declaration (Ehrling) 5.13.3.
Bitar all functions throuch hesding (Ryenecentrales) 7.39.
Pacmalism for procedures as input parsseters: (Regrecentralen) 7.11.
MIPUR-OUPPUS.
HIOT, OUTPUT, FORHAT (Paris sub-come) 4.6.
AUXILIARY TMFOR:IATITOF.
Idea (Frasts sub-com.) 4.13. Further ex janation (Paris subcom.) 7.28.4. Suggestion on effect, form and symbol Megnecentralen) 5.8. Approval (HatematiloFhilosophy (Samelson) 7.3.3. Lmaskitn.), (Facit), (SAAB) 7.3.

PROCRAFS.
The uses of a program heading (Regnecentralen) 7.33. Programs as statements (Samelson) 7.24 (Beuer) 7.4:2,

EXZENSIOSS OF FUNDATENTA: OPERATIOAS.
Generalize logical operations (Garrick) 4.16. Criticism (autishauser) 5.11. Include vector-matrix-etc, arithmetics (ven Wijugsarden, Dijkstra) 7.35. intension to string-handling (Bauer) 7.46,

